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Abstract

Future manufacturing systems need to cope with frequent changes and disturbances. As such, their control requires constant adaptation and high flexibility. Holonic manufacturing is a highly distributed control paradigm that promises to handle these problems successfully. It is based on the concept of autonomous co-operating agents, called ‘holons’. This paper gives an overview of the holonic reference architecture for manufacturing systems as developed at PMA-KU Leuven. This architecture, called PROSA, consists of three types of basic holons: order holons, product holons, and resource holons. They are structured using the object-oriented concepts of aggregation and specialisation. Staff holons can be added to assist the basic holons with expert knowledge. The resulting architecture has a high degree of self-similarity, which reduces the complexity to integrate new components and enables easy reconfiguration of the system. PROSA shows to cover aspects of both hierarchical as well as heterarchical control approaches. As such, it can be regarded as a generalisation of the two former approaches. More importantly, PROSA introduces significant innovations: the system structure is decoupled from the control algorithm, logistical aspects can be decoupled from technical ones, and PROSA opens opportunities to achieve more advanced hybrid control algorithms.
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1. Introduction

Market demand and environmental/societal pressures require effective manufacturing systems to adapt themselves at an ever-increasing pace. This creates the need for novel manufacturing control systems that are able to manage production change and disturbances both effectively and efficiently. To meet these new requirements, several new manufacturing paradigms are being investigated: bionic manufacturing [1], genetic manufacturing [2], the fractal factory [3], random manufacturing [4], virtual manufacturing [5], and holonic manufacturing [6].

The holonic manufacturing paradigm was developed in the framework of the Intelligent Manufacturing Systems (IMS) programme. In a feasibility study [7], conducted in 1994, six test cases were considered, one of which was ‘Holonic Manufacturing
Systems: system components of autonomous modules and their distributed control,’ or HMS. The HMS project aimed at a better understanding of the requirements for future-generation manufacturing systems and at ways to build systems satisfying these requirements. A holonic manufacturing architecture shall enable easy (self-)configuration, easy extension and modification of the system, and allow more flexibility and a larger decision space for higher control levels.

Presently, PMA-KULeuven continues its research on holonic manufacturing systems by carrying out a nationally funded research project called GOA/HMS—Concerted Research Action on Holonic Manufacturing Systems. In this project, PMA combines its knowledge in flexible shop floor control [8], non-linear process planning [9], reactive scheduling [10], and machine controllers to develop a holonic architecture for production systems and to implement two prototypes or testbeds. The first testbed is a five-axis milling workstation which will be used to demonstrate the NC-workstation holon [11]. The PMA-flexible assembly system [12] serves as testbed for implementing the holonic shop floor control architecture.

This paper describes the holonic reference architecture for manufacturing systems developed in GOA/HMS. A reference architecture is defined as a set of coherent engineering and design principles used in a specific domain. It aims at structuring the design of a specific system architecture by defining a unified terminology, the structure of the system, responsibilities of system components, by providing standard (template) components, by giving examples, etc. [13].

After a brief introduction into the holonic manufacturing concept, the paper discusses the structure of the architecture: the components, their responsibilities, and their interactions. Section 4 motivates this design by comparing it to existing architectures. In the next two sections, more detailed aspects of the architecture are discussed: Section 5 lists the data, functions, and interaction behaviour of the system components. Section 6 describes the importance of the self-similarity encountered in this architecture. Finally, the section on different manufacturing viewpoints alerts the reader to the fact that depending upon his/her personal manufacturing background, the fundamentals of the described architecture may be perceived differently.

2. Holonic manufacturing concept

Over 30 years ago, Arthur Koestler proposed the word ‘holon’ [14]. It is a combination of the Greek holos = whole, with the suffix -on which, as in proton or neutron, suggests a particle or part.

Two observations impelled Koestler to propose the concept of holon. (a) Complex systems will evolve from simple systems much more rapidly if there are stable intermediate forms than if there are not; the resulting complex systems in the former case will be hierarchic. (b) Although it is easy to identify sub-wholes or parts, ‘wholes’ and ‘parts’ in an absolute sense do not exist anywhere. This made Koestler propose the word holon to describe the hybrid nature of sub-wholes/parts in real-life systems; holons simultaneously are self-contained wholes to their subordinated parts, and dependent parts when seen from the inverse direction.

The HMS consortium translated the concepts that Koestler developed for social organisations and living organisms into a set of appropriate concepts for manufacturing industries. The goal is to attain in manufacturing the benefits that holonic organisation provides to living organisms and societies, i.e., stability in the face of disturbances, adaptability and flexibility in the face of change, and efficient use of available resources. The HMS concept combines the best features of hierarchical and heterarchical organisation [15]. It preserves the stability of a hierarchy while providing the dynamic flexibility of a heterarchy.

The HMS consortium developed the following list of definitions to help understand and guide the translation of holonic concepts into a manufacturing setting:

- Holon: An autonomous and co-operative building block of a manufacturing system for transforming, transporting, storing and/or validating information and physical objects. The holon consists of an information processing part and often a physical processing part. A holon can be part of another holon.
- Autonomy: The capability of an entity to create
and control the execution of its own plans and/or strategies.

- Co-operation: A process whereby a set of entities develops mutually acceptable plans and executes these plans.
- Holarchy: A system of holons that can co-operate to achieve a goal or objective. The holarchy defines the basic rules for co-operation of the holons and thereby limits their autonomy.

More detailed definitions and historical background on Holonic Manufacturing Systems can be found in [7]. Information on HMS, the PMA project on HMS, and abstracts of related publications can be found on internet at http://www.mech.kuleuven.ac.be/pma/research/hms.

3. Structure of the HMS reference architecture

The structure of the HMS reference architecture is built around three types of basic holons: order holons, product holons, and resource holons. Each of them is responsible for one aspect of manufacturing control, be it logistics, technological planning, or resource capabilities respectively. These basic holons are structured using object-oriented concepts like aggregation and specialisation. Staff holons can be added to assist the basic holons with expert knowledge. These allow the use of centralised algorithms and for the incorporation of legacy systems.

The name PROSA stands for Product-Resource-Order-Staff Architecture, which refers to the composing types of holons.

3.1. Basic holons

As well in the research community as in manufacturing companies, three relatively independent manufacturing concerns do exist: (i) resource aspects such as driving the machine at optimal speed and maximising its capacity, (ii) product and process related technological aspects such as which operations need to be performed to achieve a good quality product, (iii) logistical concerns about customer demands and due dates. From this analysis, our research group concluded that there are three types of basic holons, namely resource holons, product holons, and order holons (see Fig. 1) [16]. A holonic manufacturing system (manufacturing holarchy) consists of resource holons, product holons and order holons.

A resource holon contains a physical part, namely a production resource of the manufacturing system, and an information processing part that controls the resource. It offers production capacity and functionality to the surrounding holons [13]. It holds the methods to allocate the production resources, and the knowledge and procedures to organise, use and control these production resources to drive production. A resource holon is an abstraction of the production means such as a factory, a shop, machines, furnaces, conveyors, pipelines, pallets, components, raw materials, tools, tool holders, material storage, personnel, energy, floor space, etc.

In contrast with most traditional shop floor control architectures, such as PAC [17], the HMS does not separate the manufacturing system from the manufacturing control system. The HMS comprises both. A physical manufacturing resource is incorporated inside a resource holon.

A product holon holds the process and product knowledge to assure the correct making of the product with sufficient quality. A product holon contains consistent and up-to-date information on the product life cycle, user requirements, design, process plans, bill of materials, quality assurance procedures, etc. As such, it contains the 'product model' of the product type, not the 'product state model' of one physical product instance being produced. The product holon acts as an information server to the other holons in the HMS.

The product holon comprises functionalities that are traditionally covered by product design, process planning, and quality assurance.
An order holon represents a task in the manufacturing system. It is responsible for performing the assigned work correctly and on time. It manages the physical product being produced, the product state model, and all logistical information processing related to the job. An order holon may represent customer orders, make-to-stock orders, prototype-making orders, orders to maintain and repair resources, etc. Often, the order holon can be regarded as the workpiece with a certain control behaviour to manage it to go through the factory, e.g., to negotiate with other parts and resources to get produced.

The order holon performs tasks traditionally assigned to a dispatcher, a progress monitor, and a short term scheduler.

As shown in Fig. 1, these three types of holons exchange knowledge about the manufacturing system. Product holons and resource holons communicate process knowledge, product holons and order holons exchange production knowledge, and resource holons and order holons share process execution knowledge.

Process knowledge contains the information and methods on how to perform a certain process on a certain resource. It is knowledge about the capabilities of the resource, which processes it can perform, the relevant process parameters, the process quality, possible outcomes of a process, etc.

Production knowledge represents the information and methods on how to produce a certain product using certain resources. It is knowledge about the possible sequences of processes to be executed on the resources, data structures to represent the outcome of the processes, methods to access information of process plans, etc.

Process execution knowledge contains the information and methods regarding the progress of executing processes on resources. It is knowledge about how to request the starting of processes on the resources, making reservations on resources, how to monitor the progress of execution, how to interrupt a process, the consequences of interrupting a process, suspending and resuming processes on resources, etc.

3.1.1. Modelling

Fig. 1 shows the three basic holons and their relationship in an informal drawing. For the remainder of this text, more formalised drawings are shown. These drawings use UML (Unified Modelling Language [18]), a standard for drawing object-oriented diagrams. UML emerged out of the combination of the Booch Method [19] and OMT [20]. An object-oriented modelling tool is chosen because the concepts of HMS are closely related to the concepts of object-oriented design. For those not familiar with these diagrams, a short explanation of the syntax is in place.

For the moment, only the class diagrams of UML are used. Using UML, Fig. 1 is redrawn as in Fig. 2. Every rectangle represents an entity type in the system. In this case, it represents a holon type. Every line represents a relation. Depending on the symbol on the line (arrow, diamond, or no symbol), the line refers to a different kind of relation. The aggregation relation or ‘has-a’ relation is represented by a line with a diamond. On Fig. 2, the holonic manufacturing system has product holons, resource holons, and order holons. The specialisation relation or ‘is-a’ relation is represented using a line with an arrow. This relation is not present on Fig. 2. The ‘association’-relation is represented using a normal line, e.g., on Fig. 2, the order holon type has an association with the product holon type.

Both ends of the line usually have numbers associated with them. This is called the cardinality (0..*, 1..*, 0..1, 0, 1, or unspecified), and it represents the number of this type of holons that are involved in this relation. Fig. 2 shows that holonic manufactur-
A manufacturing system contains at least one resource holon and one product holon, and it may contain zero or more order holons. When containing zero order holons, the HMS is idling. Fig. 2 also shows that multiple \((0..\infty)\) order holons can be producing the same kind of product. However, every order holon refers to exactly one product holon. If the order would be allowed to process several products simultaneously, technological constraints might occur between these products. Technological constraints are to be handled by the product holon, so in such case an aggregated product holon is to be composed which tackles the technological constraints and acts as one single product holon towards the order holon.

3.2. Aggregation

Interaction between a large number of low-level agents results in a complex system behaviour which is difficult to understand, to control and to predict [21]. Structuring the agents in a hierarchy is the appropriate solution to tackle this complexity [14].

Therefore, aggregated holons are defined as a set of related holons that are clustered together and form on their turn a bigger holon with its own identity. As such, an aggregation hierarchy is formed, which is open-ended at the top and at the bottom. Depending on the study scope of the observer, holons are split up into their sub-holons or treated as a whole.

The aggregation hierarchy is not necessarily a tree-shaped one: holons may belong to multiple aggregations, e.g., a tool can be shared between several workstations. Aggregated holons are no static sets of holons, but can dynamically change their contents depending on needs of the system. Aggregated holons may emerge out of the self-organising interaction of holons or they may be designed up front. The number of hierarchical levels depends on the specific needs of a certain system, and is not dictated by the architecture.

Fig. 3 indicates an aggregation structure for resource holons. All holons on this diagram are resource holons (the arrow indicates a specialisation relation—see Section 3.3). Equipment holons can be grouped into a workstation holon, workstation holons are grouped into a shop holon, shops are grouped into a factory. Since a holon may belong to multiple aggregations, the cardinality indicates \(0..\infty\) saying that an equipment may belong to zero or more workstations, and a workstation contains zero or more equipments, etc. Moreover, a holon may belong to different levels of aggregation at the same time: an equipment holon may belong as well to a workstation holon, as to a shop holon, as to a factory holon. Note that this aggregation is not static, therefore, Fig. 3 can only be a snapshot of the architecture.

Similar to the resource aggregation, an aggregation of order holons and of product holons can be represented. A customer order can be divided into separate batch orders, and further into work orders. A product can be divided into subassemblies, and subassemblies consist of several operations.

3.3. Specialisation

Specialisation separates the holons with respect to their characteristics. Already a specialisation took...
place by separating the basic holons into three kinds: order holons, product holons and resource holons. In a specific architecture, these basic holons may still be too abstract to reason about. Specialisation can then be used to differentiate between the different kinds of resource holons, order holons, and product holons.

Fig. 4 gives a specialisation representation of resource holons. Both assembly shops and milling shops are kinds of shop holons. Shop, workstation, and equipment are all resource holons. Similarly, specialisation can be used to structure the order and product types. Order holons can represent customer orders, stock orders or maintenance tasks. Products can be divided into several product families. Since all these specialised holons will require specialised behaviour, they may require different research and implementation approaches. For instance, the control of a robot will require to focus on issues such as calibration and tool exchange; while conveyors, CMM stations, or assembly shops will require efforts in other areas.

3.4. Staff holons

The architecture foresees in the possibility to provide staff holons to assist the basic holons in performing their work [16]. They consider some facets of the problems of the basic holons and provide them with sufficient information such that these can take the correct decision to solve the problem. The basic holon is still responsible for taking the decision, and the staff holon is considered as an external expert that gives advice. The name ‘staff holon’ is inspired by the difference between line functions and staff functions in human organisations [22]. Also in a human organisation one of the main goals for the introduction of staff functions is to reduce the work load and work complexity of line functions by providing them with expert knowledge.

The concept of staff holons allows for the presence of centralised elements and functionality in the architecture. This is useful for problems which are too hard to solve in a distributed manner, and it allows a smooth migration from current hierarchical shop floor control systems to a holonic architecture. However, it does not introduce a hierarchical rigidity into the system, since the final decision is still to be taken by the basic holon.

In fact, the concept of basic holons, enhanced with staff holons giving advice, decouples robustness and agility from system optimisation. Due to its distributed basic architecture, the HMS delivers robustness and agility and is simple to extend and reconfigure. When staff holons are added, the basic holons will follow this advice as well as possible. When, due to disturbances and changes in the system, the hierarchical staff holons perform badly, the advice may be ignored by the basic holons, which again take autonomous actions to do their work. On
on the other hand, when disturbances are absent, an HMS can be configured such that the basic holons do follow (in a hierarchical way) the advice of the staff holon. This configuration is determined by a meta-controller, which defines the basic rules for co-operation of the holons present in the holarchy.

The centralised scheduler of a shop, as shown in Fig. 5, is an example of a staff holon. It has an overview of all resources and all orders, it generates an (optimal) schedule, and it gives this schedule as advice to the individual order holons and to the resource holons. By including a centralised scheduler, the system can exhibit hierarchical control behaviour as present in hierarchical control architectures like PAC. Since the order holons take these schedules as advice instead of as commands, the centralised scheduler does not introduce rigidity in the system as in traditional hierarchical control systems. The cardinality in Fig. 5 explains that there is at most one scheduler for a set of orders and a set of resources. Other examples of staff holons are on-line shop floor control holons, (central) process sequence planners, CAD-systems, and even MRP-systems. More elaborated examples of the use of staff functions are given in Ref. 10 and in Ref. 24.

This architecture leaves open opportunities for behaviours in between fully hierarchical and fully heterarchical control. As mentioned in previous paragraph, the system can dynamically switch between hierarchical and heterarchical control. However, scenarios can be thought of in which mixed behaviour may be more optimal. For instance, the system could apply hierarchical control for a bottle-neck resource to maximise throughput, and apply heterarchical control on some other resources to reduce operational cost on them, or to give the workers the ability to replan their work. The structure of the meta-controller is not further discussed here.

4. Comparison with other architectures

This section compares the structural characteristics of PROSA with the characteristics of the main competing reference architectures. This comparison serves as a motivation why PROSA is designed to consist out of three types of basic holons extended with the concept of staff holons.

From the comparison below, it is concluded that PROSA is covering all aspects of hierarchical and heterarchical control architectures. It covers all relevant functions and it can incorporate a wide range of control algorithms from centralised to distributed approaches. As such, PROSA can be regarded as a generalisation of the two former approaches.

However, PROSA also introduces several important innovations: the system structure is decoupled from the control algorithm, logistical aspects are decoupled from technical ones, and PROSA allows to incorporate more advanced hybrid control algorithms.

4.1. Existing architectures

In literature, two families of manufacturing control approaches exist: the hierarchical and the heterarchical control approach. This section briefly discusses the typical assumptions these approaches make about the manufacturing system and its environment. These assumptions constrain the applicability of the architectures and limit the evolution of the manufacturing control systems to follow unforeseen trends.

Dilts et al. give a detailed overview of the evolution from centralised control, over hierarchical and modified hierarchical, to heterarchical control. They give a detailed discussion on the characteristics, advantages, and drawbacks of each of these control concepts.
4.1.1. Hierarchical architectures

The natural perception of hierarchy in the structure of complex systems is the motivation to build hierarchical manufacturing control systems. The established hierarchy is used as the basis for structuring as well as for controlling the system. Commands flow top-down, and feedback information flows bottom-up. The break-down of high-level commands into smaller commands for subordinates is often based both on technological (process oriented) and logistical considerations.

The more recent examples (MSI [26], PAC + + [27], FACT [28]), sometimes called modified hierarchical control structures, provide also in a peer-to-peer communication between entities. This allows the lower levels to exchange data (MSI), to better synchronise their progress (PAC + +), or to solve specific disturbances (FACT).

All hierarchical control architectures require a fixed structuring while the system is running, and assume deterministic behaviour of the components. These implicit axioms are the basis of the main drawbacks of hierarchical architectures:

- Modifying the structure, e.g., for adding, modifying, or deleting resources, is difficult. Firstly, it requires a shutdown of the system. Secondly, all data structures at higher levels need updating in order to allow accurate prediction of lower-level behaviour.
- The incorporation of unforeseen modifications, such as new data structures (e.g., process plan with alternatives) or new technology, is almost impossible [29].
- Prediction at higher levels is used to trigger the starting of resources. Disturbances, such as machine breakdowns, invalidate the planning and therefore propagate to the higher levels. In some cases, the schedule is already invalid before it is completely generated [30].
- Additionally, hierarchical control architectures almost automatically imply a top-down development methodology, which again introduces additional constraints into the solution.

4.1.2. Heterarchical control

Hatvany introduced the concept of co-operative heterarchies as an alternative to the dogmatic hierarchical control structures [31]. Heterarchical manufacturing control systems have a flat structure and are composed out of independent entities called agents. These agents typically represent resources and/or tasks, and have local intelligence to adapt to unforeseen situations. Instead of a master-slave relationship as in hierarchical systems, information and commands are exchanged by the use of a negotiation protocol in which for instance resources can refuse to accept certain jobs [15].

The ‘contract net protocol’ is the best known example of such negotiation mechanism [32,33]. It consists of five steps: task announcement by a manager, potential contractors evaluate task announcements from several managers, potential contractors bid upon the selected task, the task manager awards the contract to one of the bidding contractors, finally manager and contractor communicate to execute the contracted task. This protocol can be applied to the manufacturing context in several ways:

- managers and contractors are both resources using subcontracting to distribute the workload,
- managers are parts offering work and contractors are resources bidding to get this work assigned,
- managers are resources offering capacity and contractors can be parts bidding to use this capacity.

This yields a simple and fault-tolerant system, since none of the agents need a priori information about the other agents [34,29]. As a consequence, several disturbances and changes can easily be handled. When a resource is malfunctioning, it just doesn’t take part in the market; when a resource is able to perform new operations, the associated agent starts responding to bids for such tasks; new resources only require the creation of an additional agent in the market; etc.

Again the basic axiom of this control paradigm gives rise to its principle drawbacks which obstruct a widespread use of this kind of control systems in industrial environments. The independence of agents prohibits the use of global information. Therefore, central scheduling or resource planning is impossible:

- The global system performance, e.g., throughput, is very sensitive to the definition of the market rules, and to the fine tuning of the rules (e.g., relative importance of transport times).
- The control system cannot guarantee a minimum performance level in case the system goes outside
the working scope for which the rules were tuned. Only an average overall performance can be predicted when the system is inside its nominal working scope.

- Prediction of the behaviour of individual orders is impossible. The flow time of an order highly depends on the nature and status of other orders in the system.

Additionally, the advantages of the automatic handling of machine break-downs is only appropriate when alternative machines are available. Due to the absence of a process planning agent, alternative machines in practice often means identical machines. The most successful applications of heterarchical control need, therefore, to be sought for in applications which have a homogeneous set of resources, for instance distributed computing applications, or mobile robot applications.

4.2. Comparison

4.2.1. Three basic holons form a necessary set

In other manufacturing control paradigms, such as hierarchical control and heterarchical control, the functions covered by the order holon, product holon, and resource holon are also present in varying degrees. Often several functions are assumed to be performed as static up-front activities. The list of arguments below justify an architecture containing three basic holons as separate, active entities which execute the necessary manufacturing control functions.

The functionality of the product holon, i.e., the generation of process information, is traditionally considered as an off-line up-front activity. However, in the case some disturbances like a machine breakdown or a missing tool, a technical replanning of the process can be more effective than a logistical replanning.

Distinguishing separation between order holon and resource holon is more generic than combining these two responsibilities in one entity as done by several heterarchical systems. The more advanced market mechanisms have both order (or part) agents and resource agents; scenarios with only resource agents implicitly have one resource agent responsible for the finished part. In the latter case, the resource agent is playing both the role of task executor and of task manager. Since both roles are independent, it is best to separate them.

The advantage of independent order agents, is that the different agents can have different objectives for optimisation [35].

4.2.2. Three basic holons form a sufficient set

Based on the fact that heterarchical control systems have sufficient functionality to run production, it is concluded that the three basic holons are sufficient to drive a production system. Moreover, the three basic holons cover for all critical manufacturing functions as present in hierarchical control system: scheduling of operations, control of inventory levels, co-ordination of machines to execute operations, maintenance planning, monitoring, development of control procedures, process planning, product design, quality control [36,37].

Assumed that all algorithms could be effectively realised in a distributed implementation, the three basic holons are sufficient to construct a manufacturing control system.

4.2.3. Structure is decoupled from control algorithms

Decoupling is one of the main issues in the design of complex systems [38]. The decoupling of the control system structure and the control algorithm is, therefore, the most important characteristic of the PROSA architecture. The type of resource allocation algorithms is not determined by the PROSA structure.

Any existing heterarchical control algorithm can be implemented using order and resource holons. When including staff holons, also the hierarchical control algorithms can be implemented inside this structure. The presence of staff holons enables the inclusion of centralised functions such as a centralised scheduler. Also modified distributed control algorithms requiring centralised elements are possible. A first example is Duffie’s real-time distributed scheduling system [30]. All agents develop their own local plan, which are then evaluated in a time-scaled simulator of the real system. A central evaluator analyses the results of the simulation and feeds back a global performance measure to the agents. A second example is to use a centralised scheduler to give the distributed market mechanism an initial solution to start from [39,10]. Ramaswamy and Joshi [39]
combine an off-line scheduling algorithm based upon Lagrange relaxation together with a distributed on-line control based on a market mechanism. Bon-gaerts et al. [10] use a centralised reactive scheduler, which sends the generated schedule to a set of order agents and resource agents.

Centralised staff holons are only giving advice to the basic holons. This reduces the potential impact of a performance degradation of these holons, e.g., due to outdated data models or changes in the lower levels. The advisory role of the staff holons makes it possible for several alternative staff holons to work in parallel to each other.

4.2.4. Technical aspects are decoupled from logistical aspects

Both technical process-related aspects as well as resource allocation aspects are crucial for the efficient operation of manufacturing systems and for a correct reaction to disturbances. By separating the process-related aspects from the logistical resource allocation aspects, both can evolve independently.

4.2.5. Implementation quality

The decoupling in the PROSA reference architecture should enable an intensive reuse of sub-systems in a wide range of manufacturing systems. This will lead to higher-quality implementations of these sub-systems, resulting in increased reliability, increased performance, reduced installation and maintenance costs, and a higher development pace.

The decoupling of structure from control allows to reuse structural modules in a different logistic chain, just by only replacing the control algorithms; the decoupling of technical from logistical aspects allows to reuse control algorithms in logistically similar factories just be replacing the product holons; default functions, such as the deadlock prevention mechanism [40,41], can be reused in all systems, but can eventually be overwritten by system-specific solutions if required.

5. Detailed model of the basic holons

From the examples given in the previous sections, the reader may already have derived data, functions, and interaction behaviour of the holons. This section more explicitly describes the data held by the holons, the functions which each holon needs to fulfil, and interactions between the holons. The data and functions give a more detailed insight in the responsibilities of the three basic holons. The interaction behaviour gives simple examples of the process knowledge, production knowledge, and process execution knowledge (see Fig. 2).

This enumeration of data, functions, and behaviour, is not restrictive, nor prescriptive: the system is not limited to this enumeration, nor do all these have to be present in every holonic system. It is a descriptive indication of which kind of data, functions, and behaviours can be expected.

The given examples are biased by the authors' background in discrete manufacturing research. For instance, process planning is a typical discrete manufacturing topic which applies to machining and assembly, it applies less to flow production, and has a totally different meaning in process industry. This leads to another aspect that needs attention: vocabulary is problem domain specific, the same word may have different semantics depending on the domain. An example of such word is 'scheduling'. In our examples it refers to short-range planning to assign resources to tasks.

5.1. Data managed by the basic holons

The data model shows the data held by the holons. Since the holonic reference architecture complies with the object-oriented paradigm, data do not exist on their own. Data always belong to the holon that maintains the data. Fig. 6 is an extension of the model of Fig. 2 and represents the data of the basic holons using the UML-syntax. The data are enumerated in the middle box inside the rectangle representing the holon type.

The resource holon maintains data on its capabilities (list of products), its running tasks, its sub-resources, and a log of its activities. The product holon holds a process plan, a product description, and the quality requirements. The order holon keeps track of the state of the physical product, the progress of the task, and historical data of the tasks.
5.2. Functions performed by the basic holons

Functions are represented together with the holons which perform the function. Similar to the data model, the functional model is also an extension of the model of Fig. 2. On Fig. 6 the functionalities of the holons are represented in the bottom box of the rectangles representing the holon types. This diagram is not to be interpreted as a ‘normal’ class diagram of an object-oriented program which would show the interface functions of the holons. Instead, it describes the functionalities which are covered by these holons.

The resource holon is able to start processing, this implicitly means that it is authorised to accept or reject a task which it was assigned. It controls the process execution (suspend, restart, abort), manages the sub-resources, controls the process, process monitoring, plans and performs maintenance, etc. [24].

The product holon covers the tasks of product (re-)design, process (re-)planning, and quality verification based on the result of tasks. The order holon does the scheduling [10], deadlock handling [41], progress monitoring, and triggering the starting, suspending, resuming, aborting, or stopping of a process on a resource [42].

5.3. Interaction behaviour of the basic holons

This section describes the behaviour of a holon by looking at its interactions with other holons in order to fulfil its goals. It gives simple examples of the process knowledge, production knowledge, and process execution knowledge (see Fig. 2). In the examples, a holon interacts with its environment. Depending on the interaction, the holon uses its knowledge about the process, the production, and process execution to interact with the other holons, and to interpret their response.

The interaction behaviour is described by giving some example scenarios. Depending on the view-
point of the reader (see Section 6), other scenarios can be added.

The scenarios are modelled using UML’s collaboration diagram, or object interaction diagram. Where the class diagram (see Fig. 2) shows the relation between holon types, this collaboration diagram shows the interaction between individual holons. In every rectangle, the name (optional) and type of an
individual holon are given. If multiple rectangles are drawn, it indicates that multiple holons with this role are present in the system. The lines represent links between the holons, the arrows represent interactions. The numbering of the arrows refers to the sequence in which the interactions take place. A full arrow (e.g., arrow 2 on Fig. 7) refers to a simple interaction where the initiator waits for the completion of the task before continuing its processing. A half arrow (e.g., arrow 1 on Fig. 7) refers to an asynchronous interaction where the initiator does not wait for completion of the task. An arrow with a circle indicates an important data transfer (e.g., arrow 2 on Fig. 8).

Below, three scenarios are described. These explain how an order holon is created in the HMS, how an order holon interacts with product holon and resource holon to drive production, and how the adding of a resource holon influences the product holon and the order holon. Other scenarios can be added.

5.3.1. Launch of an order

The scenario on Fig. 7 illustrates the behaviour of a holonic manufacturing system when a customer requests the production of a product (arrow 1) to ‘the Factory’. The HMS verifies whether it is able to produce this kind of product (arrow 2), and whether it is able to fit it into its schedule (arrow 3). Next, it creates the appropriate order holon (arrow 4) and confirms the acceptance of the order to the customer (arrow 5). When the order holon completes its task (arrow 6), the HMS informs the customer (arrow 7).

5.3.2. Order drives production

The collaboration diagram of Fig. 8 shows how an order holon interacts with its surrounding holons to execute its task. The order is initiated by an external customer, which can be a higher-level holarchy. The order holon requests a process plan from the product holon for the task it has to perform. It announces the scheduler (if this staff holon is present) of the tasks it needs to perform and request a schedule. If this schedule does not satisfy the order holon (e.g., because the order holon is a rush order), it negotiates with other order holons to get a better deal. Finally, the order holon starts the first of its tasks by requesting a resource holon to start a process. The customer is informed of the progress the order makes.

5.3.3. Adding a new resource

When a resource holon is added to a holarchy, it announces its presence to the other holons in the system (see Fig. 9). The product holons take this event as a trigger to verify whether they can improve their process plans. The new resource holon could be better in performing some processes, or it could...
provide new processes to the system. Both cases lead to adding alternative operations to the existing process plans. If a process plan gets updated, the product holon announces this to the running order holons which are producing this product. This way, the order holon is able to use this new resource holon directly.

6. Self-similarity in holonic systems

Self-similarity in PROSA is an important characteristic which partly determines the reconfigurability of the control system. Homogeneous system components reduce the complexity of the overall system, which simplify the development and integration of new holons into the system. The HMS architecture contains self-similar components, meaning that holons of the same type have similar interfaces and similar behaviour. This allows holons to be internally different, while not imposing additional complexity to the others.

The HMS architecture shows ‘horizontal’ and ‘vertical’ self-similarity. Horizontal self-similarity relates to self-similarity across different specialisations on one level of aggregation. Vertical self-similarity refers to self-similarity across different levels of aggregation: higher-level resource holons work similar to lower-level resource holons.

Note that the term self-similarity is often used in relation with fractal structures. The presented HMS architecture is a fractal system in the original meaning of the word. A similar fractal structure, but then applied to the factory on an organisational level, is also proposed in the fractal factory as described by Warnecke [3].

6.1. Horizontal self-similarity

Using the specialisation mechanism described in section, the HMS architecture models the heterogeneous nature of a manufacturing system in a homogeneous way. All order holons, product holons and resource holons are self-similar across different specialisations.

All holons inherit, in the object-oriented sense, a common interface and behaviour from the basic resource, product, or order holon (see Fig. 4). So, a holon which communicates with an order holon can always use this common interface and it does not need to be aware of the fact that this order might be a special kind of order holon (e.g., rush order). The diversity is expressed by adding aspects to the interface and to the behaviour. The same applies to product holons and resource holons.

All holons have at least the data and functionalities which are given in Fig. 6. Therefore, the resource holons have at least the following functions in common: query the list of capabilities of the resource (list of its product holons), the list of running tasks, the list of sub-resources, request the activity log, query the status of a running task, and functions to start and stop the production of a product. Whether the resource holon is a conveyor holon, robot holon, or NC-machine holon, they all have this interface.

Each one of these more specialised holons may add aspects to the interface and to the behaviour. For instance, a robot holon could add interface functions for configuring the workspace, while these functions do not make sense for a conveyor holon.

The next sections give examples that illustrate the advantage of this self-similarity: special cases can be handled similar to the nominal case. The natural heterogeneity of manufacturing system components is reduced by modelling them as homogeneous as possible. The main interface functions are common to all holons.

6.1.1. Heterogeneity of orders

Most shop floor control systems are designed to handle standard orders only, and need to be bypassed to produce orders which require different logistical or technical treatment. A well known example is a rush order with an early due date, which should get priority over make-to-stock orders.

Another example is a so called first-of order which is responsible for producing the first (set of) instances of a new product. In most factories, the product model and process plans still have to undergo a final validation phase. Because of unreliable process plans, such first-of order requires longer operation times, possibly needs repeating of failed processes, and needs human supervision and human intervention.
Although this first-of-order holon has special characteristics, the other holons in the system treat it just as a normal order holon. The non-validated product holon will specify in its process plans that it needs additional resources (e.g., a human supervisor), and more time to be produced (e.g., because of running the processes at lower speed). The order holon will take this into account when generating the schedule. The resource holons produce according to the specifications of the process plan, and are unaware of the fact that this is a special order.

6.1.2. Heterogeneity of products

Product heterogeneity is present in almost all factories. Factories usually produce several products: variations of the same product, a new generation of a product, spare parts, high-volume mass production, high-quality product, etc.

Suppose a factory makes a product A which represents 90% of the factory throughput, and products B1, B2, B3, etc. are low-volume, high-precision products which allow a high profit margin and give a strategic advantage over competitors. The product holon of product A focuses on efficient use of resources. This implies process plans which specify optimal cutting speed, foresee in alternative operations which can be used in case of a malfunctioning resource, and minimise the need for human assistance during processing. On the other hand, the product holons for B’s focus on precision and reliability. This results in process plans which specify high tool accuracy, safe cutting speeds, and include no alternative operations because this could lead to quality variation.

Both product holons are by their nature totally different, they have different representations of process plans, and different requirements. Even though, the order holons and resource holons do not need to adapt their way of using these product holons. The order holons gets a list of possible next steps to execute, and the resource holons get specifications on how to execute their process.

6.1.3. Heterogeneity of resources

The heterogeneity of resources is the most obvious one. The HMS architecture provides a homogeneous interface to all these resources. Several resource holons may be able to produce the same product holon. However, internally these resource holons may apply different processes to produce this product holon.

For instance, a 3-axes milling workstation holon and a 5-axes milling workstation holon are both capable of milling prismatic parts [11]. They will however generate and execute different NC programs to mill such part. Another example is a conveyor belt holon, an AGV-fleet holon, and a human worker holon, which are all capable of transporting a pallet from one location to another location. The time it takes to perform a specific transport job, the price, and the availability of each of the transport resources are different. These parameters are taken into account by an order holon to select one of the transport resources to perform the job. However, the order holon does not need to know how this transport job will be carried out to be able to select a resource.

6.2. Vertical self-similarity

Koestler [14] mentions the concept of a ‘whole’ which becomes ‘part’ of a bigger entity: holarchies become holons in a higher holarchy. The holonic factory is itself a resource holon which can be part of an holonic extended enterprise. On the other hand, the resource holons of the factory can be holarchies themselves. The HMS architecture is applicable to any aggregated resource mentioned in Section 3.2, it can be applied to a factory, a shop, a workstation, etc.

This self-similarity delivers homogeneity in the internal operating of holarchies on different levels of aggregation. As a consequence, reconfiguring the system becomes easier because a resource holon can be integrated in any holarchy without needing to change the functioning of the resource holon, nor the functioning of the holarchy. If the other holons want to use this newly added resource holon, they need to update their model of the holarchy, their process plans, and their decision rules accordingly.

Since a resource holon does not need to be adapted to a specific functioning of a holarchy, it may be member of several holarchies at the same time. The traditional hierarchical levels in a factory do not need to be respected: an equipment holon can di-
rectly belong to the factory holarchy, as well as to a workstation holarchy (see Fig. 3). Especially for the human resource holon, which is a resource with a broad functionality, this belonging to multiple holarchies, even at multiple levels of aggregation is a desirable characteristic. The same human can be member of a workstation holarchy to clamp the workpiece, while this same human worker can also belong to a transport holarchy for transporting pallets, and to the factory holarchy to give training to new machine operators.

Note that this vertical self-similarity is only illustrated for resource holons. This is because the HMS architecture is designed for production systems, which are by their nature always resources. Whether this HMS architecture of order holons, product holons and resource holons can also be applied to the internal working of a product holon or of an order holon is an issue of further debate.

7. Different viewpoints on the basic holons

From previous presentations and discussions about PROSA with other researchers, we learned that, depending upon their personal manufacturing background, the fundamentals of the described architecture may be perceived differently. Depending on the reader’s viewpoint, the basic holons have a different ontology. From some viewpoint, a specific holon seems to be a passive information server. Another viewpoint focuses on the way this holon generates and maintains the information, so the same holon is known to be a complicated component which requires contributions from several research communities.

This section alerts the reader to this fact by explaining explicitly the four most common viewpoints taken by people with a manufacturing background: the external viewpoint, the process viewpoint, the manufacturing control viewpoint, and the concurrent engineering viewpoint. Other viewpoints are possible but are outside the scope of this paper. For instance, a computer scientist may take a multi-agent system viewpoint trying to analyse and design the communication and co-operation aspects in the HMS.

7.1. External viewpoint

This viewpoint looks from outside at a HMS and its components. This is the viewpoint of the customer, and of the factory manager, who wants to use the holarchy to produce goods. The customer needs to know which goods he can order. The factory manager also want to know which goods are currently being produced, and which resources are used. This viewpoint does not cover the internal operation of the holonic system.

The product holons represent things which can be made by the holarchy. The customer orders one or more products which gives rise to an order holon to fulfil this task. The order holon triggers the resource holon to start production. If the HMS represents the entire factory, the product holons refer to items present in the company’s catalogue, the order holon refer to items present in the order book, and the resource holons represent the departments, shops, machines, people, etc. If the holarchy represents a shop, the product holons represent half-finished products made by the shop. If the holarchy is a workstation, the product holons represent operations that can be performed by this workstation. Order holons represent tasks to create these products, and the resource holons represent resources which may be used to perform these tasks.

From the external viewpoint, the holonic manufacturing system contains product holons for the products it can make, order holons for the tasks it is performing, and resource holons for the resources it may use to perform these tasks.

7.2. Process viewpoint

This is the viewpoint of people focusing on production processes, process control, process parameters, process monitoring, quality measuring, etc. Given a certain description of a product to make, they are interested in controlling the process such that the best performance is achieved with respect to process gain (e.g., cutting speed) and process quality (e.g., cutting surface quality). This viewpoint does not incorporate the logistics, nor the existence of multiple products, multiple process plans for a product, or multiple resources which can perform the process.
Seen from this viewpoint, the order holon triggers the resource holon when to start executing a specific process. The product holon is an information server which sends the correct process description, parameters and constraints to the resource holon. The resource holon executes its task with the best possible performance. In the process viewpoint, most research is situated in the resource holon wanting to push the limits in executing the task (e.g., higher cutting speed, better surface quality, more accurate welding), or developing new processes to execute a task (e.g., rapid-prototyping). The product and order holon are considered to be a database of task descriptions and a trigger signal to start a task.

For example, for a feature based milling process as described by Kruth et al. [24], the product holon specifies the feature to be processed: pocket shape, size, and tolerances. The resource holon executes this task as well as possible by doing a proper task refinement, selecting appropriate tools and cutting speeds. The resource holon carries out a tool length measurement and corrects its cutting paths correspondingly in order to get more accurate results. Additionally, the resource monitors tool breakage and vibrations in order not to damage the workpiece when something goes unexpectedly wrong.

7.3. Manufacturing control viewpoint

The manufacturing control viewpoint is generally the viewpoint taken when focusing on scheduling, balancing of flows, shop floor control, multi-agent negotiation, contract-net protocol for resource allocation, reactive scheduling, disturbance handling, etc. Given a number of tasks and a set of resources, the aim is to assign tasks to the resources in order to optimise certain performance criteria like throughput, work-in-process, lead-time, or tardiness. This viewpoint does not consider aspects of process control, or process planning.

The product holon is an information server which gives the order holon a list of possible tasks to execute and a list of resources on which these tasks can be executed. The order holons query the resource holons for available capacity. Next, the order holons negotiate among themselves on the allocation of the available resource capacity to the tasks. For this scheduling task, they may call in the advice from a centralised scheduler staff holon as described in Section 3.4.

For example, several order holons are launching tasks on resources. The resource holons report back the progress of executing the task. If a resource breaks down, it informs the order holon for which it was working. This leads to a re-negotiation among the order holons so that the most important orders can continue, and the disturbance only affects the less important orders.

7.4. Concurrent engineering viewpoint

Product development, production preparation, process planning with alternatives, etc. are parts of the concurrent engineering viewpoint. This viewpoint is concerned with generating recipes on how to use the resources to create products which maximally satisfy the customer and put minimal constraints on the resource usage. The first goal refers to the fact that the system should generate a product which is desired by the customer, including aspects like tolerances and quality specifications. The second goal refers to representing the product design and production plan such that a maximal set of production options stay open. This allows the order holons to use alternative resources or alternative processes to optimally balance the production flow.

The resource holon provides the product holon with information about available processes and process capabilities. The order holon informs the product holon about the result of processes executed on the resources. It is the order holon which holds the state information of the physical parts being produced, but it is the product holon which informs the order holon of what processes may be executed next. The product holon may give the order holon different information, depending on the result of previous production steps and the status of the resources.

For example, a product holon may internally work with a non-linear process plan, which takes into account alternative operations [9]. If the order wants to execute an operation on a resource, but the resource is temporarily unavailable, the order will ask the product holon for another operation which it can execute in the mean time.
8. Conclusions

The HMS architecture PROSA consists of three types of basic holons: resource holons, product holons and order holons. Every basic holon type focuses on different responsibilities of the manufacturing system. The holons exchange process knowledge, production knowledge, and process execution knowledge respectively. Aggregation is used to focus on different levels of holons. Specialisation is used to focus on different functionalities of holons. Staff holons are optional elements which may assist the basic holons in performing their task. Staff holons permit the incorporation of centralised solutions. This is useful for problems for which there does not exist a distributed solution, and it allows easy migration from current hierarchical systems to holonic solutions. Since staff holons are only giving advice to the basic holons, they do not introduce hierarchical rigidity into the system. A descriptive model of the data, functions, and behaviours of the holons, shows more detailed aspects of the architecture.

After comparing PROSA with existing manufacturing control approaches, it is concluded that PROSA is covering all aspects of both hierarchical and heterarchical control architectures. As such, PROSA can be regarded as a generalisation of the two former approaches. More importantly, it also introduces significant innovations: the system structure is decoupled from the control algorithm, logistical aspects can be decoupled from technical ones, and, and PROSA allows to incorporate more advanced hybrid-control algorithms.

The resulting architecture has a high degree of self-similarity, which reduces the complexity to integrate new components and enables easy reconfiguration of the system. Due to the horizontal self-similarity, special cases of orders, products, and resources can be handled similar to nominal cases. The vertical self-similarity avoids the need for strict hierarchical levels. It allows for individual resource holons to belong to several holarchies at several hierarchical levels.

The last section emphasises the influence the reader’s personal background has upon the understanding of PROSA. When looking at this HMS architecture from different viewpoints the holons have a different ontology. The four most common viewpoints are the external viewpoint, the process viewpoint, the manufacturing-control viewpoint, and the concurrent-engineering viewpoint.

Future work needs to focus on establishing a methodology to go from this generic reference architecture to a specific system architecture for one specific manufacturing system. A further research concern of great importance is the development of the holarchy meta-controller, containing the ‘rules of the game.’
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